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0. Key concepts

- **Permutation**: arrangement in some order.

- **Ordered versus unordered samples**: In ordered samples, the order of the elements in the sample matters; e.g., digits in a phone number, or the letters in a word. In unordered samples the order of the elements is irrelevant; e.g., elements in a subset, fruits in a fruit salad or lottery numbers.

- **Samples with replacement versus samples without replacement**: In the first case, repetition of the same element is allowed (e.g., numbers in a license plate); in the second, repetition not allowed (as in a lottery drawing—once a number has been drawn, it cannot be drawn again).

This document demonstrates the calculations with an example of the letters “a”, “b”, “c” and “d”, so n = 4. The formulas for the number of the permutations and combinations are given, as well as an approach how to construct the respective samples.

```r
library(DescTools)
## Loading required package: manipulate

x <- letters[1:4]
n <- length(x)
m <- 2
```

1. Some basic number functions

In base R there are some basic number functions missing, found in other applications. In DescTools there’s the function `Primes(x)`, returning all the primes up to a given bound x. `IsPrime` checks if a number x is a prime number. `Factorize` splits a number in its prime bases and returns the number and the specifically used power. `GCD` returns the greatest common divisor and `LCM` the least common multiple of a vector of numbers.

```r
# Find all prime numbers less than n.
Primes(n=20)
## [1]  2  3  5  7 11 13 17 19
```
set.seed(23)
(x <- sample(1:20, 5))
## [1] 12  5  6 13 14

# check if the elements in x are prime numbers
IsPrime(x)
## [1] FALSE  TRUE FALSE  TRUE FALSE

# compute the prime factorizations of integers n
Factorize(n=c(56, 42))
## $`56`
##  p m
## [1,] 2 3
## [2,] 7 1
##
## $`42`
##  p m
## [1,] 2 1
## [2,] 3 1
## [3,] 7 1

# calculate the greatest common divisor of the given numbers
GCD(64, 80, 160)
## [1] 16

# calculate the least common multiple
LCM(10, 4, 12, 9, 2)
## [1] 180

# calculate the first 12 Fibonacci numbers
Fibonacci(1:12)
## [1]  1  1  2  3  5  8 13 21 34 55 89 144

2. Permutations of n objects

The number of permutation of n objects is calculated as:  n!
We can use the base function `factorial` to calculate the total number of permutations. For creating the whole dataset of the permutations, there's the function `Permn` in DescTools.

factorial(n)
## [1] 24

# generate all permutations
Permn(x)
## [1,] "a" "b" "c" "d"
## [2,] "b" "a" "c" "d"
## [3,] "b" "c" "a" "d"
## [4,] "a" "c" "b" "d"
## [5,] "c" "a" "b" "d"
## [6,] "c" "b" "a" "d"
## [7,] "b" "c" "d" "a"
## [8,] "a" "c" "d" "b"
3. Ordered samples of size \(m\), without replacement, from \(n\) objects

The number is calculated as:  
\[ n \cdot (n-1) \cdot \ldots \cdot (n-m+1) = \frac{n!}{(n-m)!} = \binom{n}{m} \]

There’s (to the author’s knowledge) no function in R that would directly calculate this, but we can make use of the identity of the gamma function, which can be evaluated for any positive number \(n\):

\[ \Gamma(n) = (n-1)! \]

So \(\binom{n}{m}\) can be calculated as \(\frac{\Gamma(n+1)}{\Gamma(n-m)}\), respectively as \(\exp(\log(\Gamma(n+1)) - \log(\Gamma(n-m+1)))\) to avoid numeric overflow. This is implemented so in DescTools::CombN.

An even simpler solution would be \(\text{prod}((n-m+1):n)\).

For creating the whole dataset of the permutations, there’s the function \text{CombSet} in DescTools, which has an argument \(m\) for defining the size of the subset to be drawn and where the replacement and order arguments can be set.

\text{CombN}(n, m)

### [1] 12

# generate all samples
\text{CombSet}(x, m, \text{repl}=\text{FALSE}, \text{ord}=\text{TRUE})

### [1,] [2,]
### [1,] "a" "b"
### [2,] "b" "a"
### [3,] "a" "c"
### [4,] "c" "a"
### [5,] "a" "d"
### [6,] "d" "a"
### [7,] "b" "c"
### [8,] "c" "b"
### [9,] "b" "d"
### [10,] "d" "b"
### [11,] "c" "d"
### [12,] "d" "c"
4. Unordered samples of size \( m \), without replacement, from a set of \( n \) objects

The number is calculated as:

\[
\binom{n}{m} = \frac{n!}{m!(n-m)!} = \frac{n(n-1)...(n-m+1)}{m!} = \frac{n!}{m!(n-m)!}
\]

That's exactly what \texttt{choose} returns.

For creating the whole dataset of the combinations, again the function \texttt{CombSet} can be used.

```r
choose(n, m)
```

```r
## [1] 6
```

# generate all samples
\texttt{CombSet(x, m, repl=FALSE, ord=FALSE)}

```r
## [,1] [,2]
## [1,] "a" "b"
## [2,] "a" "c"
## [3,] "a" "d"
## [4,] "b" "c"
## [5,] "b" "d"
## [6,] "c" "d"
```

5. Ordered samples of size \( m \), with replacement, from \( n \) objects

The number is calculated as:

\( n^m \)

This can directly be entered as \( n^m \) into R.

For creating the whole dataset of the combinations, again the function \texttt{CombSet} can be used. This solution is based on Rs \texttt{expand.grid} and \texttt{replicate} functions.

\( n^m \)

```r
n^m
```

```r
## [1] 16
```

# or as alternative
\texttt{CombN(x, m, repl=TRUE, ord=TRUE)}

```r
## [1] 16
```

# generate all samples
\texttt{CombSet(x, m, repl=TRUE, ord=TRUE)}

```r
## [,1] [,2]
## [1,] "a" "a"
## [2,] "a" "b"
## [3,] "a" "c"
## [4,] "a" "d"
## [5,] "b" "a"
## [6,] "b" "b"
## [7,] "b" "c"
## [8,] "b" "d"
## [9,] "c" "a"
## [10,] "c" "b"
## [11,] "c" "c"
## [12,] "c" "d"
## [13,] "d" "a"
## [14,] "d" "b"
## [15,] "d" "c"
## [16,] "d" "d"
```
6. Unordered samples of size m, with replacement, from a set of n objects

The number is calculated as: \[ \binom{n+m-1}{m} = \frac{(n+m-1)!}{m!(n-1)!} \]

Here again we can use the function \texttt{choose} with the appropriate arguments.

Creating the whole dataset of the combinations, needed the most sophisticated approach. The idea is to start with the dataset from the ordered samples of size m, without replacement (4.) and keep only the unique entries (concerning the containing letters). This is encapsulated in the function \texttt{CombSet}.

Again for the numbers either the base R solution with \texttt{choose} or the \texttt{CombN} from \texttt{DescTools} can be used.

\begin{verbatim}
choose(n + m - 1, m)

## [1] 10

# or as alternative
CombN(x, m, repl=TRUE, ord=FALSE)

## [1] 10

# generate all samples
CombSet(x, m, repl=TRUE, ord=FALSE)

## [,1] [,2]
## [1,] "a" "a"
## [2,] "a" "b"
## [3,] "a" "c"
## [4,] "a" "d"
## [5,] "b" "b"
## [6,] "b" "c"
## [7,] "b" "d"
## [8,] "c" "c"
## [9,] "c" "d"
## [10,] "d" "d"
\end{verbatim}

7. Generate all possible subsets

A list with all the subsets that can be built based on the elements given in x can be created by setting the argument m in \texttt{CombSet} to a vector of all desired lengths. (For all subsets set m=1:4 in the following example)

\begin{verbatim}
CombSet(letters[1:4], m=2:3)

## [[1]]
## [[1,1] [,2]
## [1,] "a" "b"
## [2,] "a" "c"
## [3,] "a" "d"
## [4,] "b" "c"
## [5,] "b" "d"
## [6,] "c" "d"
##
## [[2]]
## [[1,1] [,2] [,3]
## [1,] "a" "b" "c"
## [2,] "a" "b" "d"
## [3,] "a" "c" "d"
## [4,] "b" "c" "d"
\end{verbatim}
8. Pairs from two different sets

If the pairs between two different sets should be found, there's the function `CombPairs`.

```r
CombPairs(letters[1:3], letters[4:6])
```

<table>
<thead>
<tr>
<th></th>
<th>Var1</th>
<th>Var2</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>a</td>
<td>d</td>
</tr>
<tr>
<td>2</td>
<td>b</td>
<td>d</td>
</tr>
<tr>
<td>3</td>
<td>c</td>
<td>d</td>
</tr>
<tr>
<td>4</td>
<td>a</td>
<td>e</td>
</tr>
<tr>
<td>5</td>
<td>b</td>
<td>e</td>
</tr>
<tr>
<td>6</td>
<td>c</td>
<td>e</td>
</tr>
<tr>
<td>7</td>
<td>a</td>
<td>f</td>
</tr>
<tr>
<td>8</td>
<td>b</td>
<td>f</td>
</tr>
<tr>
<td>9</td>
<td>c</td>
<td>f</td>
</tr>
</tbody>
</table>

9. Generating random groups

The function `sample`, which normally is used for random sampling, can be used to produce a random order as well.

```r
(x <- LETTERS[1:5])
```

```r
[1] "A" "B" "C" "D" "E"
```

```r
set.seed(78)
sample(x)
```

```r
[1] "D" "E" "B" "C" "A"
```

With this approach we can realize a randomized assignment to some specific groups. Say we wanted to assign 12 elements (1:12) to 3 groups of A, B, C containing 4, 3 and 5 elements. We'll produce the group elements first: 4 As, 3 Bs and 5 Cs. Then we shuffle those letters and we are done. The first element goes to B, the second to A and so on.

```r
(grp <- sample(rep(c("A","B","C"), c(4, 3, 5))))
```

```r
[1] "B" "A" "C" "A" "C" "B" "C" "A" "A" "C" "C" "B"
```

We might want to have a list of the elements by group to be able to say: "2, 4, 8 and 9 go to group A!"

```r
sapply(c("A","B","C"), function(x) which(grp==x))
```

```r
$A
[1] 2 4 8 9
$B
[1] 1 6 12
$C
[1] 3 5 7 10 11
```
10. Sampling twins

Sometimes there’s an interesting approach to control for different characteristics of two populations to produce an exact copy of the study population, based on those characteristics. If we have a study population with 35% women and 65% men we would create a control population with exact the same proportion of gender.

11. References